# FastAPI 入门

## 概述

### 本课程特色

采用FastAPI+requests双端开发。FastAPI开发服务端接口，requests模拟客户端发起请求。

### 参考文档

FastAPI官方文档：<https://fastapi.tiangolo.com/zh/tutorial/>

### 安装

pip install fastapi

pip install uvicorn[standard]

### 入门案例

服务端：main.py

from fastapi import FastAPI

app = FastAPI()

@app.get("/")

async def index():

    return {"message": "Hello World"}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000/"

response=requests.get(target\_url)

print(response.text)

运行服务端：python main.py

运行客户端：python client.py

## 请求参数

### 请求头参数

服务器：main.py，获取请求头参数中的UserAgent，用户代理。

from fastapi import FastAPI

from typing import Optional

from fastapi import Header

app = FastAPI()

@app.get("/")

async def index(*user\_agent*: Optional[str] = Header(None)):

    return {"message": *user\_agent*}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000/"

response=requests.get(target\_url)

print(response.text)

运行服务端：python main.py

运行客户端：python client.py

### 路径参数

服务端：main.py

from fastapi import FastAPI

app = FastAPI()

@app.get("/{name}/{age}")

async def index(*name*: str, *age*: int):

    return {"name": *name*, "age": *age*}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000/zhangdapeng/33"

response=requests.get(target\_url)

print(response.text)

### 查询参数

#### 基本用法

服务端：main.py

from fastapi import FastAPI

app = FastAPI()

@app.get("/")

async def index(*name*: str, *age*: int):

    return {"name": *name*, "age": *age*}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000?name=zhangdapeng&age=33"

response=requests.get(target\_url)

print(response.text)

#### 可选参数

服务端：main.py

from fastapi import FastAPI

app = FastAPI()

@app.get("/")

async def index(*name*: str, *age*: int=33):

    return {"name": *name*, "age": *age*}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000?name=zhangdapeng"

response=requests.get(target\_url)

print(response.text)

### 请求体参数

#### Body 作为参数

服务端：main.py

from fastapi import FastAPI, Body

app = FastAPI()

@app.get("/")

async def index(*name*: str=Body(), *age*: int=Body(33)):

    return {"name": *name*, "age": *age*}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000"

data={"name":"zhangdapeng"}

response=requests.get(target\_url,*json*=data)

print(response.text)

#### 使用 pydantic 作为参数

服务端：main.py

from fastapi import FastAPI, Body

from pydantic import BaseModel

class Student(BaseModel):

    name:str

    age:int=33

app = FastAPI()

@app.get("/")

async def index(*student*: Student):

    return *student*.dict()

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000"

data={"name":"zhangdapeng"}

response=requests.get(target\_url,*json*=data)

print(response.text)

### 参数校验

服务端：main.py

from fastapi import FastAPI, Path, Query

app = FastAPI()

@app.get("/{name}")

async def index(

*name*:str=Path(*min\_length*=3,*max\_length*=32),

*age*:int=Query(0,*gt*=0,*lte*=200),

):

    return {"name":*name*, "age":*age*}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000/zhangdapeng?age=33"

response=requests.get(target\_url)

print(response.text)

## 请求响应

### 响应字符串

服务端：main.py

from fastapi import FastAPI

app = FastAPI()

@app.get("/")

async def index():

    return "ok"

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000"

response=requests.get(target\_url)

print(response.text)

### 响应字典

服务端：main.py

from fastapi import FastAPI

app = FastAPI()

@app.get("/")

async def index():

    return {"ok": True}

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000"

response=requests.get(target\_url)

print(response.text)

### 响应列表

服务端：main.py

from fastapi import FastAPI

app = FastAPI()

@app.get("/")

async def index():

    return [{"name":"zs"},{"name":"ls"}]

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000"

response=requests.get(target\_url)

print(response.text)

### 响应pydantic

服务端：main.py

from fastapi import FastAPI

from pydantic import BaseModel

app = FastAPI()

class Student(BaseModel):

    name:str

    age:int

@app.get("/")

async def index():

    return Student(*name*="zs",*age*=33)

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("main:app")

客户端：client.py

import requests

target\_url="http://localhost:8000"

response=requests.get(target\_url)

print(response.text)

# 商品管理API

## 基本增删改查

### 新增商品

### 接口设计

请求方法：

● POST

接口路径：

● /goods

● http://localhost:8000/goods

入参：

● name：商品名称，字符串

● price：商品价格，浮点数

返回值：

● code：编码

● status：状态

● msg：提示消息

### 代码实现

@app.post("/goods")  
async def post\_goods(goods: Goods):  
 global db\_id  
 db[db\_id] = goods.dict()  
 db\_id += 1  
 return get\_response()

## 根据ID获取指定商品

### 接口设计

请求方法：

● GET

接口路径：

● /goods/{gid}

● http://localhost:8000/goods/1

入参：无

返回值：

● code：编码

● status：状态

● msg：提示消息

● data: 商品信息

○ ID

○ name：商品名称

○ price：商品价格

### 代码实现

@app.get("/goods/{gid}")  
async def get\_goods\_by\_id(gid: int):  
 goods = db.get(gid)  
 return get\_response(data=goods)

## 分页获取所有商品

### 接口设计

接口路径：

● /goods

● http://localhost:8000/goods

入参：

● page：分页

● size：每页多少个元素

返回值：

● code：编码

● status：状态

● msg：提示消息

● data：数据

○ total：总共有多少条数据

○ data：商品列表，数组

■ ID

■ name：商品名称

■ price：商品价格

### 生成模拟数据

import random

db = [

    {"id": i, "name": f"《React学习手册{i}》", "price": random.randint(20, 200)}

    for i in range(1, 101)

]

print(type(db))

print(db)

### 接口代码实现

数据代码：

db = {

    i: {"name": f"《React学习手册{i}》", "price": random.randint(30,200)}

    for i in range(1,100)

}

接口代码：

@app.get("/goods")  
async def get\_goods(page: int = 1, size: int = 20):  
 start\_index = (page - 1) \* size  
 end\_index = start\_index + size  
 page\_data = [  
 db.get(i)  
 for i in range(start\_index, end\_index+1)  
 ]  
 data = {  
 "total": len(db),  
 "page": page,  
 "size": size,  
 "data": page\_data  
 }  
 return get\_response(data)

## 根据ID修改指定商品

### 接口设计

请求方法：

● PUT

接口路径：

● /goods/{gid}

● http://localhost:8000/goods/100

入参：

● name：商品名称

● price：商品价格

返回值：

● code：编码

● status：状态

● msg：提示消息

### 接口代码实现

@app.put("/goods/{gid}")

@app.put("/goods/{gid}")  
async def put\_goods(gid: int, goods: Goods):  
 target = db.get(gid)  
 if target is None:  
 del db[gid]  
 db[gid] = goods.dict()  
 return get\_response()

## 根据ID删除指定商品

### 接口设计

请求方法：

● DELETE

接口路径：

● /goods/{gid}

● http://localhost:8000/goods/100

返回值：只返回成功

● code：编码

● status：状态

● msg：提示消息

### 接口代码实现

@app.delete("/goods/{gid}")  
async def delete\_goods(gid: int):  
 target = db.get(gid)  
 if target is not None:  
 del db[gid]  
 return get\_response()

## 完整代码

### 服务端

服务端代码：main.py

import random  
from fastapi import FastAPI  
from pydantic import BaseModel  
  
app = FastAPI()  
  
# 模拟数据库  
db = {  
 i: {"name": f"《React学习手册{i}》", "price": random.randint(30, 200)}  
 for i in range(1, 100)  
}  
db\_id = 1 # 模拟ID  
  
  
def get\_response(data=None):  
 response = {"code": 10000, "msg": "success", "status": True}  
 if data is not None:  
 response["data"] = data  
 return response  
  
  
class Goods(BaseModel):  
 name: str # 商品名称  
 price: float # 商品价格  
  
  
@app.post("/goods")  
async def post\_goods(goods: Goods):  
 global db\_id  
 db[db\_id] = goods.dict()  
 db\_id += 1  
 return get\_response()  
  
  
@app.get("/goods/{gid}")  
async def get\_goods\_by\_id(gid: int):  
 goods = db.get(gid)  
 return get\_response(data=goods)  
  
  
@app.get("/goods")  
async def get\_goods(page: int = 1, size: int = 20):  
 start\_index = (page - 1) \* size  
 end\_index = start\_index + size  
 page\_data = [  
 db.get(i)  
 for i in range(start\_index, end\_index+1)  
 ]  
 data = {  
 "total": len(db),  
 "page": page,  
 "size": size,  
 "data": page\_data  
 }  
 return get\_response(data)  
  
  
@app.put("/goods/{gid}")  
async def put\_goods(gid: int, goods: Goods):  
 target = db.get(gid)  
 if target is None:  
 del db[gid]  
 db[gid] = goods.dict()  
 return get\_response()  
  
  
@app.delete("/goods/{gid}")  
async def delete\_goods(gid: int):  
 target = db.get(gid)  
 if target is not None:  
 del db[gid]  
 return get\_response()  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 import uvicorn  
  
 uvicorn.run("main:app")

### 客户端

客户端代码：client.py

import requests  
  
# 新增商品  
target\_url = "http://localhost:8000/goods"  
data = {"name": "测试", "price": 33.33}  
response = requests.post(target\_url, json=data)  
print("测试新增商品：", response.text)  
  
# 根据id获取商品  
target\_url = "http://localhost:8000/goods/33"  
response = requests.get(target\_url)  
print("测试根据id获取商品：", response.text)  
  
# 根据id删除商品  
target\_url = "http://localhost:8000/goods/34"  
response = requests.delete(target\_url)  
print("测试根据id删除商品：", response.text)  
  
# 根据id修改商品  
target\_url = "http://localhost:8000/goods/33"  
data = {"name": "测试333", "price": 33.33}  
response = requests.put(target\_url, json=data)  
print("测试根据id修改商品：", response.text)  
  
# 分页获取商品  
target\_url = "http://localhost:8000/goods?page=1&size=20"  
response = requests.get(target\_url)  
print("测试分页获取商品：", response.text)

# 中间件开发

## 跨域中间件

服务端：main.py

from fastapi import FastAPI  
from fastapi.middleware.cors import CORSMiddleware  
  
app = FastAPI()  
  
app.add\_middleware(  
 CORSMiddleware,  
 allow\_origins=["\*"],  
 allow\_credentials=True,  
 allow\_methods=["\*"],  
 allow\_headers=["\*"],  
)  
  
  
@app.get("/")  
async def main():  
 return {"message": "Hello World"}  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 import uvicorn  
  
 uvicorn.run("main:app")

客户端：client.py

import requests  
  
target\_url = "http://localhost:8000"  
response = requests.get(target\_url)  
print(response.text)

# 整合peewee

## 使用PHPStudy安装MySQL

下载：<https://www.xp.cn/download.html>

安装好以后启动MySQL：
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默认账号：root

默认密码：root

## peewee基本用法

### 安装

pip install peewee

pip install pymysql

### 创建模型

import pymysql  
from peewee import \*  
from playhouse.db\_url import connect  
  
pymysql.install\_as\_MySQLdb()  
  
db = connect('mysql://root:root@localhost:3306/test')  
  
  
class Goods(Model):  
 name = CharField()  
 price = FloatField()  
  
 class Meta:  
 database = db  
  
  
db.connect()

### 创建表

try:  
 db.create\_tables([Goods])  
except Exception as e:  
 pass

### 新增商品

goods = Goods(name='《React学习手册》', price=128)  
goods.save()

### 根据ID查询商品

goods = Goods.get(1)  
print(goods.name, goods.price)

### 修改商品

goods = Goods.get(1)  
goods.name = "《React学习手册111》"  
goods.save()

### 分页查询商品

data = Goods.select().paginate(1, 2)  
print(list(data))

## 基于MySQL的商品管理接口

### 数据准备

import pymysql  
from fastapi import FastAPI  
from peewee import \*  
from playhouse.db\_url import connect  
from pydantic import BaseModel  
  
pymysql.install\_as\_MySQLdb()  
  
db = connect('mysql://root:root@localhost:3306/test')  
app = FastAPI()  
  
  
class GoodsModel(Model):  
 name = CharField()  
 price = FloatField()  
  
 class Meta:  
 database = db  
 db\_table = "goods"  
  
  
class GoodsSchema(BaseModel):  
 name: str # 商品名称  
 price: float # 商品价格  
  
  
def get\_response(data=None):  
 response = {"code": 10000, "msg": "success", "status": True}  
 if data is not None:  
 response["data"] = data  
 return response  
  
  
def get\_response\_error(code, msg):  
 return {"code": code, "msg": msg, "status": False}

### 新增商品接口

@app.post("/goods")  
async def post\_goods(goods: GoodsSchema):  
 try:  
 goods\_model = GoodsModel(\*\*goods.dict())  
 goods\_model.save()  
 return get\_response()  
 except Exception as e:  
 print(e)  
 return get\_response\_error(10003, "保存商品数据失败")

### 根据ID获取商品接口

@app.get("/goods/{gid}")  
async def get\_goods\_by\_id(gid: int):  
 try:  
 goods = GoodsModel.get(gid)  
 return get\_response(goods.\_\_data\_\_)  
 except Exception as e:  
 print(e)  
 return get\_response\_error(10004, "商品不存在")

### 分页获取商品接口

@app.get("/goods")  
async def get\_goods(page: int = 1, size: int = 20):  
 query = GoodsModel.select()  
 count = query.count()  
 result = query.paginate(page, size).dicts()  
 data = {  
 "total": count,  
 "data": list(result)  
 }  
 return get\_response(data)

### 修改商品接口

@app.put("/goods/{gid}")  
async def put\_goods(gid: int, goods: GoodsSchema):  
 try:  
 goods\_model = GoodsModel.get(gid)  
 goods\_model.name = goods.name  
 goods\_model.price = goods.price  
 goods\_model.save()  
 return get\_response()  
 except Exception as e:  
 return get\_response\_error(10004, "商品不存在")

### 删除商品接口

@app.delete("/goods/{gid}")  
async def delete\_goods(gid: int):  
 try:  
 GoodsModel.get(gid).delete\_instance()  
 except Exception as e:  
 pass  
 return get\_response()

### 完整代码

import pymysql  
from fastapi import FastAPI  
from peewee import \*  
from playhouse.db\_url import connect  
from pydantic import BaseModel  
  
pymysql.install\_as\_MySQLdb()  
  
db = connect('mysql://root:root@localhost:3306/test')  
app = FastAPI()  
  
  
class GoodsModel(Model):  
 name = CharField()  
 price = FloatField()  
  
 class Meta:  
 database = db  
 db\_table = "goods"  
  
  
class GoodsSchema(BaseModel):  
 name: str # 商品名称  
 price: float # 商品价格  
  
  
def get\_response(data=None):  
 response = {"code": 10000, "msg": "success", "status": True}  
 if data is not None:  
 response["data"] = data  
 return response  
  
  
def get\_response\_error(code, msg):  
 return {"code": code, "msg": msg, "status": False}  
  
  
# http://localhost:8000/docs  
# http://localhost:8000/goods  
@app.post("/goods")  
async def post\_goods(goods: GoodsSchema):  
 try:  
 goods\_model = GoodsModel(\*\*goods.dict())  
 goods\_model.save()  
 return get\_response()  
 except Exception as e:  
 print(e)  
 return get\_response\_error(10003, "保存商品数据失败")  
  
  
@app.get("/goods/{gid}")  
async def get\_goods\_by\_id(gid: int):  
 try:  
 goods = GoodsModel.get(gid)  
 return get\_response(goods.\_\_data\_\_)  
 except Exception as e:  
 print(e)  
 return get\_response\_error(10004, "商品不存在")  
  
  
# http://localhost:8000/goods  
@app.get("/goods")  
async def get\_goods(page: int = 1, size: int = 20):  
 query = GoodsModel.select()  
 count = query.count()  
 result = query.paginate(page, size).dicts()  
 data = {  
 "total": count,  
 "data": list(result)  
 }  
 return get\_response(data)  
  
  
@app.put("/goods/{gid}")  
async def put\_goods(gid: int, goods: GoodsSchema):  
 try:  
 goods\_model = GoodsModel.get(gid)  
 goods\_model.name = goods.name  
 goods\_model.price = goods.price  
 goods\_model.save()  
 return get\_response()  
 except Exception as e:  
 return get\_response\_error(10004, "商品不存在")  
  
  
@app.delete("/goods/{gid}")  
async def delete\_goods(gid: int):  
 try:  
 GoodsModel.get(gid).delete\_instance()  
 except Exception as e:  
 pass  
 return get\_response()  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 import uvicorn  
  
 uvicorn.run("main:app")

### 客戶端代码

import requests  
  
# 新增商品  
target\_url = "http://localhost:8000/goods"  
data = {"name": "测试", "price": 33.33}  
response = requests.post(target\_url, json=data)  
print("测试新增商品：", response.text)  
  
# 根据id获取商品  
target\_url = "http://localhost:8000/goods/1"  
response = requests.get(target\_url)  
print("测试根据id获取商品：", response.text)  
  
# 根据id修改商品  
target\_url = "http://localhost:8000/goods/1"  
data = {"name": "测试333", "price": 33.33}  
response = requests.put(target\_url, json=data)  
print("测试根据id修改商品：", response.text)  
  
# 分页获取商品  
target\_url = "http://localhost:8000/goods?page=1&size=20"  
response = requests.get(target\_url)  
print("测试分页获取商品：", response.text)  
  
# 根据id删除商品  
target\_url = "http://localhost:8000/goods/1"  
response = requests.delete(target\_url)  
print("测试根据id删除商品：", response.text)

# JWT权限校验

## 接口设计

### 参考资料

FastAPI官方文档：<https://fastapi.tiangolo.com/zh/tutorial/security/oauth2-jwt/>

### 安装依赖

pip install fastapi[all]

pip install uvicorn[standard]

pip install python-jose[cryptography]

pip install passlib[bcrypt]

pip install python-multipart

### 功能设计

1. 让自带的接口文档需要用户登录以后才能够访问，确保接口的安全

2. 实现一个接口，能够生产JWT Token并返回

3. 实现一个接口，能够进行用户注册

4. 对注册用户的密码进行加密处理，确保数据的安全性

### 接口概要设计

1. 文档登录接口

2. 用户注册接口

3. 用户登录接口

4. 密码修改接口

5. 获取当前登录用户信息接口

### 文档登录接口

1. 请求方式：POST

2. 请求参数：

a. username：用户名

b. password：密码

3. 接口地址：/token

4. 响应数据：

a. access\_token：JWT Token

b. token\_type：Token类型

### 用户注册接口

1. 请求方式：POST

2. 请求参数：

a. username：用户名

b. password：密码

c. re\_password：确认密码

3. 接口地址：/register

4. 响应数据：

a. status：状态

b. code：响应编码

c. msg：响应消息

### 用户登录接口

1. 请求方式：POST

2. 请求参数：

a. username：用户名

b. password：密码

3. 接口地址：/login

4. 响应数据：

a. status：状态

b. code：响应编码

c. msg：响应消息

d. data：响应数据

ⅰ. id：用户ID

ⅱ. username：用户名

ⅲ. token：JWT Token

### 密码修改接口

1. 请求方式：PUT

2. 请求参数：

a. username：用户名

b. old\_password：旧密码

c. password：密码

d. re\_password：确认密码

3. 接口地址：/password

4. 响应数据：

a. status：状态

b. code：响应编码

c. msg：响应消息

### 获取当前登录用户信息接口

1. 请求方式：GET

2. 请求参数：在请求头中携带“Authorization：Bear token”

3. 接口地址：/luserinfo

4. 响应数据：

a. status：状态

b. code：响应编码

c. msg：响应消息

d. data：响应数据

ⅰ. id：用户ID

ⅱ. username：用户名

ⅲ. menu：菜单列表

ⅳ. auth：权限列表

## 快速入门

### 密码生成与校验

from passlib.context import CryptContext  
  
pwd\_context = CryptContext(schemes=["bcrypt"], deprecated="auto")  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 # 生成密码  
 password\_str = "zhangdapeng520"  
 password = pwd\_context.encrypt(password\_str)  
 print(password)  
  
 # 校验密码  
 print(pwd\_context.verify(password\_str, password))

### 完整代码

from datetime import datetime, timedelta  
from typing import Union  
  
from fastapi import Depends, FastAPI, HTTPException, status  
from fastapi.security import OAuth2PasswordBearer, OAuth2PasswordRequestForm  
from jose import JWTError, jwt  
from passlib.context import CryptContext  
from pydantic import BaseModel  
  
# to get a string like this run:  
# openssl rand -hex 32  
SECRET\_KEY = "09d25e094faa6ca2556c818166b7a9563b93f7099f6f0f4caa6cf63b88e8d3e7"  
ALGORITHM = "HS256"  
ACCESS\_TOKEN\_EXPIRE\_MINUTES = 30  
  
# 模拟数据库  
fake\_users\_db = {  
 "zhangdapeng": {  
 "username": "zhangdapeng",  
 "full\_name": "张大鹏",  
 "email": "zhangdapeng@zhangdapeng.com",  
 "hashed\_password": "$2b$12$4Te1//FDmF0YPYuskhsWdeT9vwgZB3v7O.OL3X64guEyaGL8/8sFK",  
 "disabled": False,  
 }  
}  
  
  
class Token(BaseModel):  
 access\_token: str  
 token\_type: str  
  
  
class TokenData(BaseModel):  
 username: Union[str, None] = None  
  
  
class User(BaseModel):  
 username: str  
 email: Union[str, None] = None  
 full\_name: Union[str, None] = None  
 disabled: Union[bool, None] = None  
  
  
class UserInDB(User):  
 hashed\_password: str  
  
  
pwd\_context = CryptContext(schemes=["bcrypt"], deprecated="auto")  
  
oauth2\_scheme = OAuth2PasswordBearer(tokenUrl="token")  
  
app = FastAPI()  
  
  
def verify\_password(plain\_password, hashed\_password):  
 return pwd\_context.verify(plain\_password, hashed\_password)  
  
  
def get\_password\_hash(password):  
 return pwd\_context.hash(password)  
  
  
def get\_user(db, username: str):  
 if username in db:  
 user\_dict = db[username]  
 return UserInDB(\*\*user\_dict)  
  
  
def authenticate\_user(fake\_db, username: str, password: str):  
 user = get\_user(fake\_db, username)  
 if not user:  
 return False  
 if not verify\_password(password, user.hashed\_password):  
 return False  
 return user  
  
  
def create\_access\_token(data: dict, expires\_delta: Union[timedelta, None] = None):  
 to\_encode = data.copy()  
 if expires\_delta:  
 expire = datetime.utcnow() + expires\_delta  
 else:  
 expire = datetime.utcnow() + timedelta(minutes=15)  
 to\_encode.update({"exp": expire})  
 encoded\_jwt = jwt.encode(to\_encode, SECRET\_KEY, algorithm=ALGORITHM)  
 return encoded\_jwt  
  
  
async def get\_current\_user(token: str = Depends(oauth2\_scheme)):  
 credentials\_exception = HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Could not validate credentials",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
 try:  
 payload = jwt.decode(token, SECRET\_KEY, algorithms=[ALGORITHM])  
 username: str = payload.get("sub")  
 if username is None:  
 raise credentials\_exception  
 token\_data = TokenData(username=username)  
 except JWTError:  
 raise credentials\_exception  
 user = get\_user(fake\_users\_db, username=token\_data.username)  
 if user is None:  
 raise credentials\_exception  
 return user  
  
  
async def get\_current\_active\_user(current\_user: User = Depends(get\_current\_user)):  
 if current\_user.disabled:  
 raise HTTPException(status\_code=400, detail="Inactive user")  
 return current\_user  
  
  
@app.post("/token", response\_model=Token)  
async def login\_for\_access\_token(form\_data: OAuth2PasswordRequestForm = Depends()):  
 """登录获取token"""  
 user = authenticate\_user(fake\_users\_db, form\_data.username, form\_data.password)  
 if not user:  
 raise HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Incorrect username or password",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
 access\_token\_expires = timedelta(minutes=ACCESS\_TOKEN\_EXPIRE\_MINUTES)  
 access\_token = create\_access\_token(  
 data={"sub": user.username}, expires\_delta=access\_token\_expires  
 )  
 return {"access\_token": access\_token, "token\_type": "bearer"}  
  
  
@app.get("/users/me/", response\_model=User)  
async def read\_users\_me(current\_user: User = Depends(get\_current\_active\_user)):  
 return current\_user  
  
  
@app.get("/users/me/items/")  
async def read\_own\_items(current\_user: User = Depends(get\_current\_active\_user)):  
 return [{"item\_id": "Foo", "owner": current\_user.username}]  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 import uvicorn  
  
 uvicorn.run("main:app")

### 客户端

import requests  
  
# 登录获取token  
target\_url = "http://localhost:8000/token"  
data = {"username": "zhangdapeng", "password": "zhangdapeng520"}  
response = requests.post(target\_url, data=data)  
print("测试登录获取token：", response.text)  
  
# 获取当前用户  
token = response.json()["access\_token"]  
headers = {"Authorization": "Bearer " + token}  
target\_url = "http://localhost:8000/users/me/"  
response = requests.get(target\_url, headers=headers)  
print("测试获取当前用户：", response.text)  
  
# 获取当前数据  
headers = {"Authorization": "Bearer " + token}  
target\_url = "http://localhost:8000/users/me/items/"  
response = requests.get(target\_url, headers=headers)  
print("测试获取当前用户数据：", response.text)

## 代码分析

### 准备基础数据

from datetime import datetime, timedelta  
from typing import Union  
  
from fastapi import Depends, FastAPI, HTTPException, status  
from fastapi.security import OAuth2PasswordBearer, OAuth2PasswordRequestForm  
from jose import JWTError, jwt  
from passlib.context import CryptContext  
from pydantic import BaseModel  
  
# 生成私钥的命令：openssl rand -hex 32  
SECRET\_KEY = "09d25e094faa6ca2556c818166b7a9563b93f7099f6f0f4caa6cf63b88e8d3e7"  
ALGORITHM = "HS256" # 加密算法  
ACCESS\_TOKEN\_EXPIRE\_MINUTES = 30 # token过期时间（分钟）  
  
# 模拟用户数据  
fake\_users\_db = {  
 "zhangdapeng": {  
 "username": "zhangdapeng",  
 "full\_name": "张大鹏",  
 "email": "zhangdapeng@zhangdapeng.com",  
 "hashed\_password": "$2b$12$4Te1//FDmF0YPYuskhsWdeT9vwgZB3v7O.OL3X64guEyaGL8/8sFK",  
 "disabled": False,  
 }  
}  
  
# 密码加密对象  
pwd\_context = CryptContext(schemes=["bcrypt"], deprecated="auto")  
# 文档OAuth2登录  
oauth2\_scheme = OAuth2PasswordBearer(tokenUrl="token")  
# FastAPI实例对象  
app = FastAPI()

### 准备Schema

class Token(BaseModel):  
 """token模型"""  
 access\_token: str # jwt token  
 token\_type: str # token 类型  
  
  
class TokenData(BaseModel):  
 """token内部数据"""  
 username: Union[str, None] = None # 用户名  
  
  
class User(BaseModel):  
 """用户模型"""  
 username: str # 用户名  
 email: Union[str, None] = None # 邮箱  
 full\_name: Union[str, None] = None # 全名  
 disabled: Union[bool, None] = None # 是否禁用  
  
  
class UserInDB(User):  
 """入库的用户模型"""  
 hashed\_password: str # 加密密码

### 密码加密

核心代码如下：

def get\_password\_hash(password):  
 """密码加密"""  
 return pwd\_context.hash(password)

这里牵扯到我们导入的一个叫passlib的库，该库的核心用法如下：

from passlib.context import CryptContext  
  
# 密码加密对象  
pwd\_context = CryptContext(schemes=["bcrypt"], deprecated="auto")  
  
# 原始密码  
password\_str = "zhangdapeng"  
  
# 密码加密  
secret = pwd\_context.hash(password\_str)  
print("加密后的密码：", secret)  
  
# 校验密码是否正确  
is\_ok = pwd\_context.verify(password\_str, secret)  
print("密码是否正确：", is\_ok)

输出结果如下：

加密后的密码： $2b$12$GycmTRnJpDOjBoiLcNZnYe3tkyDUNVYr/WRWzK/6L60VdaDS1PQpq

密码是否正确： True

### 校验密码是否正确

def verify\_password(plain\_password, hashed\_password):  
 """校验密码是否正确"""  
 return pwd\_context.verify(plain\_password, hashed\_password)

### 获取用户信息

def get\_user(db, username: str):  
 """模拟从数据库获取用户信息"""  
 if username in db:  
 user\_dict = db[username]  
 return UserInDB(\*\*user\_dict)

### 校验用户信息

def authenticate\_user(fake\_db, username: str, password: str):  
 """校验用户"""  
 # 从数据库获取用户  
 user = get\_user(fake\_db, username)  
 # 校验用户是否存在  
 if not user:  
 return False  
 # 校验用户密码是否正确  
 if not verify\_password(password, user.hashed\_password):  
 return False  
 # 校验通过，返回数据库查到的用户信息  
 return user

### 生成JWT Token

def create\_access\_token(data: dict, expires\_delta: Union[timedelta, None] = None):  
 """创建JWT Token"""  
 # 提交要打包的token内部数据  
 to\_encode = data.copy()  
 # 设置token的过期时间  
 if expires\_delta:  
 expire = datetime.utcnow() + expires\_delta  
 else:  
 expire = datetime.utcnow() + timedelta(minutes=15)  
 to\_encode.update({"exp": expire})  
 # 生成JWT Token  
 encoded\_jwt = jwt.encode(to\_encode, SECRET\_KEY, algorithm=ALGORITHM)  
 # 返回JWT Token  
 return encoded\_jwt

### 获取当前登录用户

async def get\_current\_user(token: str = Depends(oauth2\_scheme)):  
 """获取当前登录用户"""  
 # 异常对象  
 credentials\_exception = HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Could not validate credentials",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
  
 try:  
 # 解析客户端传过来的JWT Token  
 payload = jwt.decode(token, SECRET\_KEY, algorithms=[ALGORITHM])  
 # 获取用户名  
 username: str = payload.get("sub")  
 # 校验用户名是否存在  
 if username is None:  
 raise credentials\_exception  
 # 封装token数据  
 token\_data = TokenData(username=username)  
 except JWTError:  
 raise credentials\_exception  
 # 从数据库获取用户  
 user = get\_user(fake\_users\_db, username=token\_data.username)  
 # 校验用户是否存在  
 if user is None:  
 raise credentials\_exception  
 # 返回获取到的用户  
 return user

### 校验用户账户是否激活

async def get\_current\_active\_user(current\_user: User = Depends(get\_current\_user)):  
 """获取激活的用户"""  
 # 校验用户是否被禁用  
 if current\_user.disabled:  
 raise HTTPException(status\_code=400, detail="Inactive user")  
 # 返回用户信息  
 return current\_user

### 登录接口

@app.post("/token", response\_model=Token)  
async def login\_for\_access\_token(form\_data: OAuth2PasswordRequestForm = Depends()):  
 """用户登录获取Token接口"""  
 # 校验用户  
 user = authenticate\_user(fake\_users\_db, form\_data.username, form\_data.password)  
 if not user:  
 raise HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Incorrect username or password",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
 # 生成JWT Token  
 access\_token\_expires = timedelta(minutes=ACCESS\_TOKEN\_EXPIRE\_MINUTES)  
 access\_token = create\_access\_token(  
 data={"sub": user.username}, expires\_delta=access\_token\_expires  
 )  
 # 返回token和token类型  
 return {"access\_token": access\_token, "token\_type": "bearer"}

### 获取用户信息接口

@app.get("/users/me/", response\_model=User)  
async def read\_users\_me(current\_user: User = Depends(get\_current\_active\_user)):  
 """获取当前登录用户"""  
 return current\_user

### 一个激活用户才能访问的接口

@app.get("/users/me/items/")  
async def read\_own\_items(current\_user: User = Depends(get\_current\_active\_user)):  
 """一个需要登录后才能访问接口"""  
 return [{"item\_id": "Foo", "owner": current\_user.username}]

### 完整代码

from datetime import datetime, timedelta  
from typing import Union  
  
from fastapi import Depends, FastAPI, HTTPException, status  
from fastapi.security import OAuth2PasswordBearer, OAuth2PasswordRequestForm  
from jose import JWTError, jwt  
from passlib.context import CryptContext  
from pydantic import BaseModel  
  
# 生成私钥的命令：openssl rand -hex 32  
SECRET\_KEY = "09d25e094faa6ca2556c818166b7a9563b93f7099f6f0f4caa6cf63b88e8d3e7"  
ALGORITHM = "HS256" # 加密算法  
ACCESS\_TOKEN\_EXPIRE\_MINUTES = 30 # token过期时间（分钟）  
  
# 模拟用户数据  
fake\_users\_db = {  
 "zhangdapeng": {  
 "username": "zhangdapeng",  
 "full\_name": "张大鹏",  
 "email": "zhangdapeng@zhangdapeng.com",  
 "hashed\_password": "$2b$12$4Te1//FDmF0YPYuskhsWdeT9vwgZB3v7O.OL3X64guEyaGL8/8sFK",  
 "disabled": False,  
 }  
}  
  
# 密码加密对象  
pwd\_context = CryptContext(schemes=["bcrypt"], deprecated="auto")  
# 文档OAuth2登录  
oauth2\_scheme = OAuth2PasswordBearer(tokenUrl="token")  
# FastAPI实例对象  
app = FastAPI()  
  
  
class Token(BaseModel):  
 """token模型"""  
 access\_token: str # jwt token  
 token\_type: str # token 类型  
  
  
class TokenData(BaseModel):  
 """token内部数据"""  
 username: Union[str, None] = None # 用户名  
  
  
class User(BaseModel):  
 """用户模型"""  
 username: str # 用户名  
 email: Union[str, None] = None # 邮箱  
 full\_name: Union[str, None] = None # 全名  
 disabled: Union[bool, None] = None # 是否禁用  
  
  
class UserInDB(User):  
 """入库的用户模型"""  
 hashed\_password: str # 加密密码  
  
  
def get\_password\_hash(password):  
 """密码加密"""  
 return pwd\_context.hash(password)  
  
  
def verify\_password(plain\_password, hashed\_password):  
 """校验密码是否正确"""  
 return pwd\_context.verify(plain\_password, hashed\_password)  
  
  
def get\_user(db, username: str):  
 """模拟从数据库获取用户信息"""  
 if username in db:  
 user\_dict = db[username]  
 return UserInDB(\*\*user\_dict)  
  
  
def authenticate\_user(fake\_db, username: str, password: str):  
 """校验用户"""  
 # 从数据库获取用户  
 user = get\_user(fake\_db, username)  
 # 校验用户是否存在  
 if not user:  
 return False  
 # 校验用户密码是否正确  
 if not verify\_password(password, user.hashed\_password):  
 return False  
 # 校验通过，返回数据库查到的用户信息  
 return user  
  
  
def create\_access\_token(data: dict, expires\_delta: Union[timedelta, None] = None):  
 """创建JWT Token"""  
 # 提交要打包的token内部数据  
 to\_encode = data.copy()  
 # 设置token的过期时间  
 if expires\_delta:  
 expire = datetime.utcnow() + expires\_delta  
 else:  
 expire = datetime.utcnow() + timedelta(minutes=15)  
 to\_encode.update({"exp": expire})  
 # 生成JWT Token  
 encoded\_jwt = jwt.encode(to\_encode, SECRET\_KEY, algorithm=ALGORITHM)  
 # 返回JWT Token  
 return encoded\_jwt  
  
  
async def get\_current\_user(token: str = Depends(oauth2\_scheme)):  
 """获取当前登录用户"""  
 # 异常对象  
 credentials\_exception = HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Could not validate credentials",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
  
 try:  
 # 解析客户端传过来的JWT Token  
 payload = jwt.decode(token, SECRET\_KEY, algorithms=[ALGORITHM])  
 # 获取用户名  
 username: str = payload.get("sub")  
 # 校验用户名是否存在  
 if username is None:  
 raise credentials\_exception  
 # 封装token数据  
 token\_data = TokenData(username=username)  
 except JWTError:  
 raise credentials\_exception  
 # 从数据库获取用户  
 user = get\_user(fake\_users\_db, username=token\_data.username)  
 # 校验用户是否存在  
 if user is None:  
 raise credentials\_exception  
 # 返回获取到的用户  
 return user  
  
  
async def get\_current\_active\_user(current\_user: User = Depends(get\_current\_user)):  
 """获取激活的用户"""  
 # 校验用户是否被禁用  
 if current\_user.disabled:  
 raise HTTPException(status\_code=400, detail="Inactive user")  
 # 返回用户信息  
 return current\_user  
  
  
@app.post("/token", response\_model=Token)  
async def login\_for\_access\_token(form\_data: OAuth2PasswordRequestForm = Depends()):  
 """用户登录获取Token接口"""  
 # 校验用户  
 user = authenticate\_user(fake\_users\_db, form\_data.username, form\_data.password)  
 if not user:  
 raise HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Incorrect username or password",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
 # 生成JWT Token  
 access\_token\_expires = timedelta(minutes=ACCESS\_TOKEN\_EXPIRE\_MINUTES)  
 access\_token = create\_access\_token(  
 data={"sub": user.username}, expires\_delta=access\_token\_expires  
 )  
 # 返回token和token类型  
 return {"access\_token": access\_token, "token\_type": "bearer"}  
  
  
@app.get("/users/me/", response\_model=User)  
async def read\_users\_me(current\_user: User = Depends(get\_current\_active\_user)):  
 """获取当前登录用户"""  
 return current\_user  
  
  
@app.get("/users/me/items/")  
async def read\_own\_items(current\_user: User = Depends(get\_current\_active\_user)):  
 """一个需要登录后才能访问接口"""  
 return [{"item\_id": "Foo", "owner": current\_user.username}]  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 import uvicorn  
  
 uvicorn.run("main:app")

### 客户端

import requests  
  
# 登录获取token  
target\_url = "http://localhost:8000/token"  
data = {"username": "zhangdapeng", "password": "zhangdapeng520"}  
response = requests.post(target\_url, data=data)  
print("测试登录获取token：", response.text)  
  
# 获取当前用户  
token = response.json()["access\_token"]  
headers = {"Authorization": "Bearer " + token}  
target\_url = "http://localhost:8000/users/me/"  
response = requests.get(target\_url, headers=headers)  
print("测试获取当前用户：", response.text)  
  
# 获取当前数据  
headers = {"Authorization": "Bearer " + token}  
target\_url = "http://localhost:8000/users/me/items/"  
response = requests.get(target\_url, headers=headers)  
print("测试获取当前用户数据：", response.text)

## 连接数据库

### 创建用户表

import pymysql  
from peewee import \*  
from playhouse.db\_url import connect  
  
pymysql.install\_as\_MySQLdb()  
  
# 连接指定数据库  
db = connect("mysql://root:root@localhost:3306/test")  
  
  
# 创建用户表  
class User(Model):  
 username = CharField()  
 password = CharField()  
 role\_id = IntegerField()  
  
 class Meta:  
 database = db  
  
  
db.connect()  
  
  
def init\_db():  
 tables = [User]  
 db.create\_tables(tables)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 init\_db()

### 增加用户

user = User(username='zhangdapeng', password='zhangdapeng', role\_id=1)  
user.save()  
print(user.id)  
print(user.username)  
print(user.password)

### 根据ID查询用户

user = User.get(1)  
print(user.id)  
print(user.username)  
print(user.password)

### 修改用户密码

user = User.get(1)  
user.password = "zhangdapeng520"  
user.save()  
print(user.id)  
print(user.username)  
print(user.password)

### 根据用户名查询用户

user = User.get(username="zhangdapeng")  
print(user.id)  
print(user.username)  
print(user.password)

### 数据库模块

#### db/\_\_init\_\_.py

from db.user import User  
from db.base import db  
  
\_\_all\_\_ = [  
 "User",  
 "db",  
]

#### db/base.py

import pymysql  
from peewee import \*  
from playhouse.db\_url import connect  
  
pymysql.install\_as\_MySQLdb()  
  
# 连接指定数据库  
db = connect("mysql://root:root@localhost:3306/test")  
  
  
# 基础模型  
class BaseModel(Model):  
 class Meta:  
 database = db  
  
  
db.connect()

#### db/user.py

from peewee import \*  
from db.base import BaseModel  
  
  
# 创建用户表  
class User(BaseModel):  
 username = CharField()  
 password = CharField()  
 role\_id = IntegerField()

## 组件化开发

### 完整代码

#### 目录结构
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#### db/\_\_init\_\_.py

from .data import fake\_users\_db, get\_user, authenticate\_user  
  
\_\_all\_\_ = [  
 "fake\_users\_db",  
 "get\_user",  
 "authenticate\_user",  
]

#### db/data.py

from schema import UserInDB  
from utils import verify\_password  
  
# 模拟用户数据  
fake\_users\_db = {  
 "zhangdapeng": {  
 "username": "zhangdapeng",  
 "full\_name": "张大鹏",  
 "email": "zhangdapeng@zhangdapeng.com",  
 "hashed\_password": "$2b$12$4Te1//FDmF0YPYuskhsWdeT9vwgZB3v7O.OL3X64guEyaGL8/8sFK",  
 "disabled": False,  
 }  
}  
  
  
def get\_user(db, username: str):  
 """模拟从数据库获取用户信息"""  
 if username in db:  
 user\_dict = db[username]  
 return UserInDB(\*\*user\_dict)  
  
  
def authenticate\_user(fake\_db, username: str, password: str):  
 """校验用户"""  
 # 从数据库获取用户  
 user = get\_user(fake\_db, username)  
 # 校验用户是否存在  
 if not user:  
 return False  
 # 校验用户密码是否正确  
 if not verify\_password(password, user.hashed\_password):  
 return False  
 # 校验通过，返回数据库查到的用户信息  
 return user

#### dependencies/\_\_init\_\_.py

from .user import get\_current\_user, get\_current\_active\_user  
  
\_\_all\_\_ = [  
 "get\_current\_user",  
 "get\_current\_active\_user",  
]

#### dependencies/user.py

from fastapi import Depends, HTTPException, status  
from fastapi.security import OAuth2PasswordBearer  
from jose import JWTError, jwt  
  
from db import fake\_users\_db, get\_user  
from schema import TokenData, User  
from utils.jwt import SECRET\_KEY, ALGORITHM  
  
# 文档OAuth2登录  
oauth2\_scheme = OAuth2PasswordBearer(tokenUrl="token")  
  
  
async def get\_current\_user(token: str = Depends(oauth2\_scheme)):  
 """获取当前登录用户"""  
 # 异常对象  
 credentials\_exception = HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Could not validate credentials",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
  
 try:  
 # 解析客户端传过来的JWT Token  
 payload = jwt.decode(token, SECRET\_KEY, algorithms=[ALGORITHM])  
 # 获取用户名  
 username: str = payload.get("sub")  
 # 校验用户名是否存在  
 if username is None:  
 raise credentials\_exception  
 # 封装token数据  
 token\_data = TokenData(username=username)  
 except JWTError:  
 raise credentials\_exception  
 # 从数据库获取用户  
 user = get\_user(fake\_users\_db, username=token\_data.username)  
 # 校验用户是否存在  
 if user is None:  
 raise credentials\_exception  
 # 返回获取到的用户  
 return user  
  
  
async def get\_current\_active\_user(current\_user: User = Depends(get\_current\_user)):  
 """获取激活的用户"""  
 # 校验用户是否被禁用  
 if current\_user.disabled:  
 raise HTTPException(status\_code=400, detail="Inactive user")  
 # 返回用户信息  
 return current\_user

#### router/\_\_init\_\_.py

from .user import router as user\_router  
  
\_\_all\_\_ = [  
 "user\_router",  
]

#### router/user.py

from datetime import timedelta  
  
from fastapi import APIRouter  
from fastapi import Depends, HTTPException, status  
from fastapi.security import OAuth2PasswordRequestForm  
# 导入JWT相关的代码  
from utils.jwt import ACCESS\_TOKEN\_EXPIRE\_MINUTES, create\_access\_token  
# 导入用户相关数据库方法  
from db import fake\_users\_db, authenticate\_user  
# 导入依赖注入相关代码  
from dependencies.user import get\_current\_active\_user  
# 导入用户相关schema  
from schema import Token, User  
  
router = APIRouter()  
  
  
@router.post("/token", response\_model=Token)  
async def login\_for\_access\_token(form\_data: OAuth2PasswordRequestForm = Depends()):  
 """用户登录获取Token接口"""  
 # 校验用户  
 user = authenticate\_user(fake\_users\_db, form\_data.username, form\_data.password)  
 if not user:  
 raise HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="Incorrect username or password",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
 # 生成JWT Token  
 access\_token\_expires = timedelta(minutes=ACCESS\_TOKEN\_EXPIRE\_MINUTES)  
 access\_token = create\_access\_token(  
 data={"sub": user.username}, expires\_delta=access\_token\_expires  
 )  
 # 返回token和token类型  
 return {"access\_token": access\_token, "token\_type": "bearer"}  
  
  
@router.get("/users/me/", response\_model=User)  
async def read\_users\_me(current\_user: User = Depends(get\_current\_active\_user)):  
 """获取当前登录用户"""  
 return current\_user  
  
  
@router.get("/users/me/items/")  
async def read\_own\_items(current\_user: User = Depends(get\_current\_active\_user)):  
 """一个需要登录后才能访问接口"""  
 return [{"item\_id": "Foo", "owner": current\_user.username}]

#### schema/\_\_init\_\_.py

from .user import Token, TokenData, User, UserInDB  
  
\_\_all\_\_ = [  
 "Token",  
 "TokenData",  
 "User",  
 "UserInDB",  
]

#### schema/user.py

from typing import Union  
  
from pydantic import BaseModel  
  
  
class Token(BaseModel):  
 """token模型"""  
 access\_token: str # jwt token  
 token\_type: str # token 类型  
  
  
class TokenData(BaseModel):  
 """token内部数据"""  
 username: Union[str, None] = None # 用户名  
  
  
class User(BaseModel):  
 """用户模型"""  
 username: str # 用户名  
 email: Union[str, None] = None # 邮箱  
 full\_name: Union[str, None] = None # 全名  
 disabled: Union[bool, None] = None # 是否禁用  
  
  
class UserInDB(User):  
 """入库的用户模型"""  
 hashed\_password: str # 加密密码

#### utils/\_\_init.py

from .password import get\_password\_hash, verify\_password  
from .jwt import create\_access\_token  
  
\_\_all\_\_ = [  
 "get\_password\_hash",  
 "verify\_password",  
 "create\_access\_token",  
]

#### utils/jwt.py

from datetime import timedelta, datetime  
from typing import Union  
  
from jose import jwt  
  
# 生成私钥的命令：openssl rand -hex 32  
SECRET\_KEY = "09d25e094faa6ca2556c818166b7a9563b93f7099f6f0f4caa6cf63b88e8d3e7"  
ALGORITHM = "HS256" # 加密算法  
ACCESS\_TOKEN\_EXPIRE\_MINUTES = 30 # token过期时间（分钟）  
  
  
def create\_access\_token(data: dict, expires\_delta: Union[timedelta, None] = None):  
 """创建JWT Token"""  
 # 提交要打包的token内部数据  
 to\_encode = data.copy()  
 # 设置token的过期时间  
 if expires\_delta:  
 expire = datetime.utcnow() + expires\_delta  
 else:  
 expire = datetime.utcnow() + timedelta(minutes=15)  
 to\_encode.update({"exp": expire})  
 # 生成JWT Token  
 encoded\_jwt = jwt.encode(to\_encode, SECRET\_KEY, algorithm=ALGORITHM)  
 # 返回JWT Token  
 return encoded\_jwt

#### utils/password.py

from passlib.context import CryptContext  
  
# 密码加密对象  
pwd\_context = CryptContext(schemes=["bcrypt"], deprecated="auto")  
  
  
def verify\_password(plain\_password, hashed\_password):  
 """校验密码是否正确"""  
 return pwd\_context.verify(plain\_password, hashed\_password)  
  
  
def get\_password\_hash(password):  
 """密码加密"""  
 return pwd\_context.hash(password)

#### main.py

from fastapi import FastAPI  
  
from router import user\_router  
  
app = FastAPI()  
app.include\_router(user\_router)  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 import uvicorn  
  
 uvicorn.run("main:app")

#### client.py

import requests  
  
# 登录获取token  
target\_url = "http://localhost:8000/token"  
data = {"username": "zhangdapeng", "password": "zhangdapeng520"}  
response = requests.post(target\_url, data=data)  
print("测试登录获取token：", response.text)  
  
# 获取当前用户  
token = response.json()["access\_token"]  
headers = {"Authorization": "Bearer " + token}  
target\_url = "http://localhost:8000/users/me/"  
response = requests.get(target\_url, headers=headers)  
print("测试获取当前用户：", response.text)  
  
# 获取当前数据  
headers = {"Authorization": "Bearer " + token}  
target\_url = "http://localhost:8000/users/me/items/"  
response = requests.get(target\_url, headers=headers)  
print("测试获取当前用户数据：", response.text)

## 权限管理系统

### 安装依赖

pip install fastapi[all]

pip install uvicorn[standard]

pip install python-jose[cryptography]

pip install passlib[bcrypt]

pip install peewee

pip install pymysql

### 完整代码

#### 目录结构
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#### 安装依赖

pip install fastapi[all]

pip install uvicorn[standard]

pip install python-jose[cryptography]

pip install passlib[bcrypt]

pip install peewee

pip install pymysql

#### config/\_\_init\_\_.py

#### config/server.py

服务器相关配置：

# 接口前缀  
API\_PREFIX = "/api/v1"

#### config/jwt.py

JWT Token相关配置：

# 秘钥：openssl rand -hex 32  
SECRET\_KEY = "09d25e094faa6ca2556c818166b7a9563b93f7099f6f0f4caa6cf63b88e8d3e7"  
# 加密算法  
ALGORITHM = "HS256"  
# JWT Token的过期时间  
ACCESS\_TOKEN\_EXPIRE\_MINUTES = 60 \* 20

#### config/db.py

参数说明：

● DB\_HOST：数据库IP地址

● DB\_PORT：数据库服务端口号

● DB\_USER：数据库用户名

● DB\_PASSWORD：数据库密码

● DB\_DATABASE：数据库名

● db\_config：数据库配置信息

数据库相关配置：

DB\_HOST = 'localhost'  
DB\_PORT = 3306  
DB\_USER = 'root'  
DB\_PASSWORD = 'root'  
DB\_DATABASE = 'test'  
  
db\_config = {  
 'host': DB\_HOST,  
 'port': DB\_PORT,  
 'user': DB\_USER,  
 'password': DB\_PASSWORD,  
 'database': DB\_DATABASE,  
}

#### utils/\_\_init\_\_.py

#### utils/common.py

判断两个变量是否相等的方法：

def is\_equal(a, b):  
 """判断是否相等"""  
 return a == b

#### utils/jwt.py

方法说明：

● get\_token：生成JWT Token字符串

● parse\_token：解析JWT Token字符串

代码：

from datetime import datetime, timedelta  
from jose import jwt  
from config.jwt import SECRET\_KEY, ALGORITHM, ACCESS\_TOKEN\_EXPIRE\_MINUTES  
  
  
def get\_token(data: dict, expires\_minute: int = ACCESS\_TOKEN\_EXPIRE\_MINUTES):  
 """  
 生成token  
 :param data: 要打包的数据  
 :param expires\_delta: 过期时间  
 :return: JWT Token  
 """  
 to\_encode = data.copy()  
 expire = datetime.utcnow() + timedelta(minutes=expires\_minute)  
 to\_encode.update({"exp": expire})  
 encoded\_jwt = jwt.encode(to\_encode, SECRET\_KEY, algorithm=ALGORITHM)  
 return encoded\_jwt  
  
  
def parse\_token(token) -> dict:  
 """  
 解析Token  
 """  
 return jwt.decode(token, SECRET\_KEY, algorithms=[ALGORITHM])

#### utils/password.py

方法说明：

● get\_password：密码加密

● check\_password：检查密码是否正确

代码：

from passlib.context import CryptContext  
  
pwd\_context = CryptContext(schemes=["bcrypt"], deprecated="auto")  
  
  
def check\_password(password\_text, password\_hash):  
 """密码校验"""  
 return pwd\_context.verify(password\_text, password\_hash)  
  
  
def get\_password(password\_text):  
 """密码加密"""  
 return pwd\_context.hash(password\_text)

#### utils/response.py

方法说明：

● get\_response：获取通用的响应，默认是成功的响应信息

● get\_error\_response：获取错误响应信息

● get\_param\_error\_response：获取参数错误响应信息

● get\_not\_found\_response：获取数据不存在响应信息

● get\_exitsts\_response：获取数据已存在响应信息

代码：

def get\_response(msg="success", code=10000, status=True, data=None):  
 """成功响应"""  
 response = {"status": status, "code": code, "msg": msg}  
 if data is not None:  
 response["data"] = data  
 return response  
  
  
def get\_error\_response(msg="服务器内部错误", code=10003):  
 """错误响应"""  
 return get\_response(code=code, status=False, msg=msg)  
  
  
def get\_param\_error\_response(msg):  
 """参数错误响应"""  
 return get\_error\_response(msg, code=10005)  
  
  
def get\_not\_found\_response(msg):  
 """数据不存在错误响应"""  
 return get\_error\_response(msg, code=10004)  
  
  
def get\_exists\_response(msg):  
 """数据已存在错误响应"""  
 return get\_error\_response(msg, code=10006)

#### db/\_\_init\_\_.py

#### db/base.py

核心功能：提供了断线重连机制，解决了MySQL重启后，API接口失效的问题。

import pymysql  
from peewee import \*  
from playhouse.shortcuts import ReconnectMixin  
from config.db import db\_config  
  
pymysql.install\_as\_MySQLdb()  
  
  
# 同步数据库  
# 同步数据库断线重连类  
class ReconnectMySQLDatabase(ReconnectMixin, MySQLDatabase):  
 pass  
  
  
# 数据库实例  
db = ReconnectMySQLDatabase(\*\*db\_config)  
  
  
# 基础模型  
class BaseModel(Model):  
 class Meta:  
 database = db  
  
  
db.connect()

#### db/user.py

方法说明：

● db\_register：创建一个新的用户

● db\_get\_user\_by\_username：根据用户名获取用户信息

代码：

from peewee import \*  
from db.base import BaseModel  
from utils.password import get\_password  
  
  
# 创建用户表  
class User(BaseModel):  
 username = CharField()  
 password = CharField()  
 role\_id = IntegerField()  
  
  
def db\_register(username, password, role\_id=0):  
 """用户注册"""  
 hashed\_password = get\_password(password)  
 user = User(username=username, password=hashed\_password, role\_id=role\_id)  
 user.save()  
  
  
def db\_get\_user\_by\_username(username):  
 """根据用户名获取用户信息"""  
 users = list(User.select().filter(User.username == username))  
 if len(users) > 0:  
 return users[0]  
 return None

#### schemas/\_\_init\_\_.py

#### schemas/user.py

对象说明：

● LoginSchema：用户登录对象

● RegisterSchema：用户注册对象

● UpdatePasswordSchema：更新密码对象

代码：

from pydantic import BaseModel  
  
  
class LoginSchema(BaseModel):  
 username: str  
 password: str  
  
  
class RegisterSchema(LoginSchema):  
 re\_password: str  
  
  
class UpdatePasswordSchema(RegisterSchema):  
 old\_password: str

#### depends/\_\_init\_\_.py

#### depends/user.py

from fastapi import Depends, HTTPException, status, Header  
from fastapi.security import OAuth2PasswordBearer  
from jose import JWTError  
from utils.jwt import parse\_token  
from db.user import db\_get\_user\_by\_username  
from config.server import API\_PREFIX  
  
# OAuth2登录，文档登录  
oauth2\_scheme = OAuth2PasswordBearer(tokenUrl=f"{API\_PREFIX}/token")  
  
  
def get\_user(token):  
 """根据Token解析登录用户信息"""  
 credentials\_exception = HTTPException(  
 status\_code=status.HTTP\_401\_UNAUTHORIZED,  
 detail="权限校验失败",  
 headers={"WWW-Authenticate": "Bearer"},  
 )  
  
 if not token:  
 raise credentials\_exception  
  
 try:  
 # 解析token  
 payload = parse\_token(token)  
  
 # 校验用户名  
 username: str = payload.get("username")  
 if username is None:  
 raise credentials\_exception  
 except JWTError:  
 raise credentials\_exception  
  
 # 获取用户  
 user = None  
 try:  
 user = db\_get\_user\_by\_username(username)  
 if user is None:  
 raise credentials\_exception  
 except Exception as e:  
 print(e)  
 raise credentials\_exception  
  
 return user  
  
  
def get\_login\_user(token: str = Depends(oauth2\_scheme)):  
 """获取登录用户"""  
 return get\_user(token)  
  
  
def get\_json\_login\_user(zdppy\_jwt\_token: str = Header()):  
 """JSON接口获取登录用户"""  
 return get\_user(zdppy\_jwt\_token)

#### routers/\_\_init\_\_.py

#### routers/common.py

from fastapi import APIRouter, Depends  
from fastapi.security import OAuth2PasswordRequestForm  
from utils.response import \*  
from router.user import get\_user\_data  
  
router = APIRouter()  
  
  
@router.post("/token", summary="Form登录")  
async def login\_form(form\_data: OAuth2PasswordRequestForm = Depends()):  
 print("Doc文档登录", form\_data.username, form\_data.password)  
 response = get\_user\_data(form\_data.username, form\_data.password)  
 data = response.get("data")  
 return {"access\_token": data.get("token"), "token\_type": "bearer"}

#### routers/user.py

from fastapi import APIRouter, Depends  
from db.user import db\_register, db\_get\_user\_by\_username  
from utils.common import is\_equal  
from utils.password import check\_password  
from utils.response import \*  
from schemas.user import RegisterSchema, LoginSchema, UpdatePasswordSchema  
from utils.jwt import get\_token  
from utils.password import get\_password  
from depends.user import get\_json\_login\_user  
  
router = APIRouter()  
  
  
# 注册接口  
@router.post("/register", summary="用户注册")  
async def register(schema: RegisterSchema):  
 """  
 注册接口  
 """  
 # 校验两次密码是否一致  
 if not is\_equal(schema.password, schema.re\_password):  
 return get\_param\_error\_response("两次密码不一致")  
  
 # 校验用户名是否已存在  
 try:  
 user = db\_get\_user\_by\_username(schema.username)  
 if user is not None:  
 return get\_exists\_response("该用户已存在")  
 except Exception as e:  
 print(e)  
 return get\_error\_response(msg="连接MySQL服务失败")  
  
 # 新增用户  
 try:  
 db\_register(schema.username, schema.password)  
 return get\_response()  
 except Exception as e:  
 print(e)  
  
 return get\_error\_response()  
  
  
def get\_user\_data(username, password):  
 # 获取用户  
 user = None  
 try:  
 user = db\_get\_user\_by\_username(username)  
 if user is None:  
 return get\_not\_found\_response("该用户不存在")  
 except Exception as e:  
 print(e)  
 return get\_error\_response(msg="连接MySQL服务失败")  
  
 # 校验密码是否正确  
 if not check\_password(password, user.password):  
 return get\_param\_error\_response("用户名或密码错误")  
  
 # 生成token  
 data = {  
 "id": user.id,  
 "username": user.username,  
 "role\_id": user.role\_id,  
 }  
 data["token"] = get\_token(data=data)  
 return get\_response(data=data)  
  
  
@router.post("/login", summary="JSON登录")  
async def login\_json(json\_data: LoginSchema):  
 return get\_user\_data(json\_data.username, json\_data.password)  
  
  
@router.put("/password", summary="密码修改")  
async def put\_password(schema: UpdatePasswordSchema):  
 # 获取用户get\_login\_user  
 user = None  
 try:  
 user = db\_get\_user\_by\_username(schema.username)  
 if user is None:  
 return get\_not\_found\_response("该用户不存在")  
 except Exception as e:  
 print(e)  
 return get\_error\_response(msg="连接MySQL服务失败")  
  
 # 校验旧密码  
 if not check\_password(schema.old\_password, user.password):  
 return get\_param\_error\_response("用户名或密码错误")  
  
 # 校验两次密码是否一致  
 if not is\_equal(schema.password, schema.re\_password):  
 return get\_param\_error\_response("两次密码不一致")  
  
 # 修改密码  
 user.password = get\_password(schema.password)  
 try:  
 user.save()  
 except Exception as e:  
 print(e)  
 return get\_error\_response(msg="连接MySQL服务失败")  
  
 return get\_response()  
  
  
@router.get("/userinfo", summary="获取用户信息")  
async def get\_userinfo(user=Depends(get\_json\_login\_user)):  
 """  
 获取用户信息  
 """  
 data = {  
 "id": user.id,  
 "username": user.username,  
 "role\_id": user.role\_id,  
 }  
 return get\_response(data=data)

#### routers/goods.py

from fastapi import APIRouter  
from utils.response import \*  
  
router = APIRouter()  
  
  
# 注册接口  
@router.get("/goods", summary="获取商品列表")  
async def get\_goods(page: int = 1, size: int = 20):  
 """获取商品信息"""  
 return get\_response()

#### init\_db.py

初始化数据库：

from db.user import User, db\_register  
from db.base import db  
  
  
def init\_user():  
 """初始化用户"""  
 db\_register("zhangdapeng", "zhangdapeng")  
  
  
def init\_db():  
 """初始化数据库"""  
 tables = [User]  
 db.drop\_tables(tables)  
 db.create\_tables(tables)  
  
 init\_user()  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 init\_db()

#### main.py

入口程序主要引入子路由并挂载到APP。

from fastapi import FastAPI, Depends  
from config.server import API\_PREFIX  
from depends.user import get\_json\_login\_user  
from router.user import router as user\_router  
from router.goods import router as good\_router  
  
app = FastAPI()  
app.include\_router(user\_router, prefix=API\_PREFIX, tags=["用户管理"])  
app.include\_router(good\_router, prefix=API\_PREFIX, tags=["商品管理"],  
 dependencies=[Depends(get\_json\_login\_user)])  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 import uvicorn  
  
 uvicorn.run("main:app")

#### 测试

初始化数据库

python init\_db.py

启动服务

python main.py

访问接口文档：http://127.0.0.1:8000/docs

# 项目部署

## 部署简单项目

目录结构

![图形用户界面, 文本, 应用程序

描述已自动生成](data:image/png;base64,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)

### Dockerfile

# 父容器  
FROM zhangdapeng520/fastapi:v1  
  
# 复制项目  
COPY ./ /app  
  
# 工作目录  
WORKDIR /app  
  
# 执行命令  
CMD ["uvicorn", "main:app", "--host", "0.0.0.0", "--port", "8000"]

### main.py

from typing import Union  
  
from fastapi import FastAPI  
  
app = FastAPI()  
  
  
@app.get("/")  
def read\_root():  
 return {"Hello": "World"}  
  
  
@app.get("/items/{item\_id}")  
def read\_item(item\_id: int, q: Union[str, None] = None):  
 return {"item\_id": item\_id, "q": q}

### 构建容器

创建镜像：

docker build -t api .

创建容器：

docker run -d --name api -p 8000:8000 api

访问测试：http://localhost:8000/docs